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ABSTRACT
This paper describes the historical background that led to the de-
velopment of the innovative Software through Pictures multi-user
development environment, and the principles for its integration
with other software products to create a software engineering en-
vironment covering multiple tasks in the software development
lifecycle.
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1 INTRODUCTION AND BACKGROUND
The first programming environments, supporting development and
execution of a program written in a high-level language, were built
in the late 1960s and early 1970s. These included Dartmouth BASIC
[7], WATFOR and WATFIV [3], INTERLISP [14], with Smalltalk-80
following in 1980 [6]. All of them allowed programmers, mostly
students in the first two cases, to use only the programming envi-
ronment for editing, coding, and execution of their programs. Such
tools came to be known as Integrated Development Environments
(IDEs). Interest in and use of programming environments grew
rapidly following the release of the inexpensive Turbo Pascal in
1983 for DOS, originally developed by Anders Hejlsberg at Borland
[15]. Figure 1 shows a Turbo Pascal screen from Release 7.1 (1992).

The field of software engineering emerged at the end of the 1960s,
bringing attention not only to the programming task, but also to the
broader topic of software development processes and tools covering
aspects other than coding. When the US Department of Defense
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Figure 1: Turbo Pascal 7.1 screenshot

sponsored the design of the Ada programming language, they also
sponsored creation of the “Stoneman” document, which specified
requirements for Ada Programming Support Environments (APSE)
[10]. Stoneman described the APSE as a coordinated and complete
set of tools which is applicable at all stages of the system life cycle,
and that communicate mainly via the database, which stores all
relevant information concerning a project throughout its life cycle.
This notion of a shared repository made it possible to think about
both individual and multi-user APSE’s.

2 USER SOFTWARE ENGINEERING
At the time, the author was working on the User Software Engineer-
ing (USE) project [16] [17] [20] Much of the early work on software
engineering focused on programming methodology, emphasizing
programming style, modular development, and top-down design.
By contrast, the USE approach introduced external design, i.e., user
interface design, into its methodology. The USE approach repre-
sented interactive information systems with a hierarchy of state
transition diagrams, where nodes represented system output to the
user, with transitions (arcs) based on user inputs and possibly trig-
gering actions. The USE approach was accompanied by a tool suite,
including a rapid prototyping tool (RAPID/USE) [21], a relational
DBMS (Troll/USE) [8], and PLAIN [22], a Pascal-like programming
language with relations as a data type. This combination, known
as the Unified Support Environment, was later joined by a graph-
ical transition diagram editor to replace the original text-based
language for describing transition diagrams. Following the lead of
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BSD Unix [9], these tools were separately distributed through the
University of California with a BSD license beginning in 1980.

3 USER SOFTWARE ENGINEERING
In response to user requests for technical support of these tools, the
author founded Interactive Development Environments, Inc. (IDE)
in 1983. At the time, there were a growing number of graphically-
based software design methods, including Structured Design [13],
Entity-Relationship Diagrams [2], HIPO, and many others. With
many of the foundations already in place with the Transition Dia-
gram Editor running on Sun workstations, IDE grew by supporting
several of these other notations. The tools weren’t just for drawing,
but also captured the semantics of the various notations. As a result,
it was possible to check the consistency of models created with
the editors, and to generate artifacts such as database schemas,
data dictionaries, and code skeletons from the models. That led to
the name Software through Pictures (StP) [19]. Figure 2 shows a
Structure Chart with a popup menu for further refinement.

Figure 2: A Structure Chart diagram in StP

3.1 Innovative Aspects
The design of Software through Pictures was strongly influenced by
the design principles of Unix. StP was not a monolithic system, but
rather a collection of modules (more than 50) that communicated
with one another through a shared relational DBMS and proce-
dure calls. All of the interfaces and file formats were documented
and made available to users, including the schema of the database,
making StP as open as possible, and available to others for tool inte-
gration. The use of a relational DBMS, following the APSE concept,
made StP into a multiuser environment. StP took advantage of the
Network File System (new at the time) [11] and the X Windows
System [12]. The result was that StP worked in a heterogeneous
network environment with different brands of workstations.

3.2 Adoption and Enhancement
StP was commercially launched in November, 1984, and was regu-
larly updated for more than 15 years, supporting new design nota-
tions and new platforms, including a Windows version for UML [1].
That product eventually became OpenAmeos in the early 2000s,
with source code available. Another important direction was the
ability of StP to work with other software products. The first such
product, available in 1992, was the C Development Environment,
which connected StP with the Sabre-C (later renamed Centerline)
IDE and the FrameMaker publishing system, allowing StP users to
export their design artifacts for documentation and coding. (Unfor-
tunately, there was no support for round-trip engineering.) Later
versions supported both C++ and Ada with different IDEs.

4 TOOL INTEGRATION PRINCIPLES
This work led to development of a framework for describing tool
integration. [18] Figure 3 shows four dimensions of tool integra-
tion in a software engineering environment with multiple tools
presentation, platform, data, and control. There is a fifth dimension

Figure 3: Dimensions of Tool Integration

– process integration – that can describe the development process
underlying the use of such tools. Ideally, tool integration occurs
along multiple dimensions to create a well-integrated SEE.

ECMA adopted a similar model, shown in Figure 4, developed at
HP [4], and known as the “toaster” model.

5 CONCLUSION
The work described here, which goes back more than 50 years,
has served as an important foundation for the creation of today’s
sophisticated IDEs, which are now being further enhanced by the
advent of artificial intelligence tools such as CoPilot [5]. Today,
software developers use many different tools and libraries to build
their applications, making the need for powerful integration mech-
anisms more critical than ever before. The foundational approaches
of Unix and Software through Pictures remain valuable for this
work.
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Figure 4: The ECMA Reference Model for SEEs
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